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# Funcionamiento del código

Se sigue la lógica de programa que se recomienda en el enunciado: se pide al usuario tanto las letras en la mano como las letras en el tablero, se generan las posibles palabras y se hace un filtrado según las palabras sean válidas o no. Primero se explicará cómo se generan las palabras y como se establece si una palabra es válida y por último se explicará la parte ejecutable de código.

## Generación de palabras

--Genera todas las palabras posibles

generaPalabrasNum :: Integer -> String -> [String]

generaPalabrasNum n str = nub $ permutaLetras(combinacionesNum n str)

--Calcula las permutaciones de todas las palabras de la lista

permutaLetras :: [String] -> [String]

permutaLetras strs = nub $ concatMap (\str -> permutations str) strs

--Devuelve todas las combinaciones posibles de cierta longitud

combinacionesNum :: Integer -> String -> [String]

combinacionesNum = combinaciones\_2

-- 2ª definición

combinaciones\_2 :: Integer -> [a] -> [[a]]

combinaciones\_2 0 \_          = [[]]

combinaciones\_2 \_ []         = []

combinaciones\_2 k (x:xs) =

    [x:ys | ys <- combinaciones\_2 (k-1) xs] ++ combinaciones\_2 k xs

En primer lugar se calculan las posibles combinaciones de letras mediante las funciones combinaciones\_2 y combinacionesNum. Para conseguir una mayor rapidez en el cálculo (ya que el cálculo de todas las posibles combinaciones es uno de los principales problemas a lo que se puede enfrentar este enunciado), se han sacado ambas funciones de internet de la siguiente [página web](https://www.glc.us.es/~jalonso/vestigium/i1m2014-combinatoria-en-haskell/). Estas funciones calculan todas las posibles combinaciones de una cierta longitud a partir de una letras pasadas en forma de lista (o string, que es equivalente en Haskell). Por ejemplo:

**\*Main>** combinacionesNum 4 "abcdef"

["abcd","abce","abcf","abde","abdf","abef","acde","acdf","acef","adef","bcde","bcdf","bcef","bdef","cdef"]

**\*Main>** combinacionesNum 3 "abcdef"

["abc","abd","abe","abf","acd","ace","acf","ade","adf","aef","bcd","bce","bcf","bde","bdf","bef","cde","cdf","cef","def"]

**\*Main>** combinacionesNum 2 "abcdef"

["ab","ac","ad","ae","af","bc","bd","be","bf","cd","ce","cf","de","df","ef"]

**\*Main>**

En cuanto a las permutaciones se utiliza la función permutations de la librería Data.List de Haskell.

Una vez tenemos las posibles agrupaciones de letras queremos que se reordenen de todas las maneras posibles, para ello tenemos la función permutaLetras , a la que le pasamos una lista de agrupaciones de letras (el resultado de combinacionesNum) y nos devuelve las distintas permutaciones de cada palabra. Para evitar repeticiones se usa la función de Haskell nub. Todo este procedimiento se encapsula en la función generaPalabrasNum que se utilizará en el main del programa.

**\*Main>** generaPalabrasNum 3 "abcde"

["abc","bac","cba","bca","cab","acb","abd","bad","dba","bda","dab","adb","abe","bae","eba","bea","eab","aeb","acd","cad","dca","cda","dac","adc","ace","cae","eca","cea","eac","aec","ade","dae","eda","dea","ead","aed","bcd","cbd","dcb","cdb","dbc","bdc","bce","cbe","ecb","ceb","ebc","bec","bde","dbe","edb","deb","ebd","bed","cde","dce","edc","dec","ecd","ced"]

**\*Main>** generaPalabrasNum 2 "abcd"

["ab","ba","ac","ca","ad","da","bc","cb","bd","db","cd","dc"]

**\*Main>**

## Funciones auxiliares

El análisis de los caracteres ‘ch’ y ‘ll’ debe ser especial por lo que se van a sustituir por 1 y 2 respectivamente para facilitar su manipulación.

--Sustituye letras especiales (como ch o ll) por un codigo

sustLetrasACod :: String -> String

sustLetrasACod [] = []

sustLetrasACod [x] = [x]

sustLetrasACod (x:y:res)

                    | x == 'c' && y == 'h' = ('1':sustLetrasACod res)

                    | x == 'l' && y == 'l' = ('2':sustLetrasACod res)

                    | otherwise = (x:sustLetrasACod (y:res))

--Sustituye todas las palabras de una lista segun la funcion sustLetrasACod

sustListaACod :: [String] -> [String]

sustListaACod = map sustLetrasACod

--Sustituye codigo por sus respectivas letras especiales (como ch o ll)

sustCodALetras :: String -> String

sustCodALetras [] = []

sustCodALetras [x] = [x]

sustCodALetras (x:res)

                    | x == '1' = ('c':'h':sustCodALetras res)

                    | x == '2' = ('l':'l':sustCodALetras res)

                    | otherwise = (x:sustCodALetras res)

--Sustituye todas las palabras de una lista segun la funcion sustCodALetras

sustListaALetras :: [String] -> [String]

sustListaALetras = map sustCodALetras

Además se tiene definidas algunas funciones auxiliares que facilitan el desarrollo del código.

--Devuelve true si es consonante

esVocal :: Char -> Bool

esVocal c = c `elem` "aeiou"

--Devuelve true si es consonante

esConsonante :: Char -> Bool

esConsonante c = not (esVocal c) && (c `elem` ['a'..'z'] || c `elem` ['1', '2'])

--Dado un string devuelve solo las letras y convertidas todas a minuscula

soloLetrasMinusculas :: String -> String

soloLetrasMinusculas str = map toLower (filter isAlpha str)

## Validación de palabras

Una vez hayamos generado todas las posibles combinaciones de letras, queremos descartar aquellas palabras que no tengan una construcción valida en el castellano. Para ello establecemos dos tipos de reglas: las reglas generales, que se aplican sobre toda la palabra y que pueden ser por ejemplo que no puede haber tres o más consonantes seguidas o que después de una ‘q’ debe venir una ‘u’ más vocal; y las reglas relacionadas con las silabas, por ejemplo que consonante al final de sílaba solo puede ser ‘l’, ’n’, ’s’ o ‘r’.

--Devuelve true si la palabra es valida con las reglas definidas

palabraValida :: String -> Bool

palabraValida str = palabraValidaGeneral str && palabraValidaPorSilabas str

### Comprobaciones generales

--Realiza comprobaciones generales sobre la palabra y devuelve si es valida

palabraValidaGeneral :: String -> Bool

palabraValidaGeneral str =

  let

    funciones = [noMasTresConsonantesSeguidas, qMasUMasConsonante, hMasVocal, noConsMasH, dosLetrasIguales, noTerminaDosConsonantes, noMasTresVocalesSeguidas, noCaracEspMasVocal]  -- Lista de funciones de reglas generales a comprobar TODO

  in

    all (\f -> f str) funciones

El español tiene una gran cantidad de reglas a la hora de la construcción de palabras por que la idea del programa es que sea lo más flexible posible a la hora de añadir reglas. Es por eso que se ha definido la función de manera que si se quiere implementar una nueva reglas que se haya olvidado simplemente haya que crear una nueva función y añadirla a la lista ‘funciones’. Estas funciones deben ser todas de la forma regla :: String -> Bool de manera que devuelvan ‘False’ si la palabra no cumple la reglas y ‘True’ si la cumplen. Un ejemplo de este tipo de funciones que implementan reglas generales es:

-- Devuelve False si encuentra alguna 'q' que no esté seguida de una 'u' y una vocal

qMasUMasConsonante :: String -> Bool

qMasUMasConsonante [] = True

qMasUMasConsonante [x] = x /= 'q'

qMasUMasConsonante [x, y] = x /= 'q' && qMasUMasConsonante [y]

qMasUMasConsonante (x:y:z:res) = if x == 'q'

                                   then y == 'u' && esVocal z && qMasUMasConsonante (y:z:res)

                                   else qMasUMasConsonante (y:z:res)

Lista de reglas generales que se han aplicado:

* No puede haber tres o más consonantes seguidas
* La letra ‘q’ debe ir seguida de un ‘u’ y una vocal
* La letra ‘h’ debe estar seguida de una vocal
* La letra ‘h’ no puede estar precedida por una consonante
* …….

### Comprobaciones relacionadas a las sílabas

--Hace un busqueda en profundidad para ver si una palabra es valida separandola por silabas y comprobando cada silaba, supone silabas de hasta 4 letras

palabraValidaPorSilabas :: String -> Bool

palabraValidaPorSilabas [] = True

palabraValidaPorSilabas (x:y:z:w:resto) = (silabaValida [x, y, z, w] && labraValidaPorSilabas resto)

                                         || (silabaValida [x, y, z] && palabraValidaPorSilabas (w:resto))

                                         || (silabaValida [x, y] && palabraValidaPorSilabas (z:w:resto))

                                         || (silabaValida [x] && palabraValidaPorSilabas (y:z:w:resto))

palabraValidaPorSilabas (x:y:z:resto) = (silabaValida [x, y, z] && palabraValidaPorSilabas resto)

                                         || (silabaValida [x, y] && palabraValidaPorSilabas (z:resto))

                                         || (silabaValida [x] && palabraValidaPorSilabas (y:z:resto))

palabraValidaPorSilabas (x:y:resto) = (silabaValida [x, y] && palabraValidaPorSilabas resto)

                                         || (silabaValida [x] && palabraValidaPorSilabas (y:resto))

palabraValidaPorSilabas (x:resto) = silabaValida [x] && palabraValidaPorSilabas resto

La comprobación de reglas relacionadas con las sílabas es el principal reto de la práctica, y es que en el español no hay un algoritmo exacto para separar una palabra en sílabas, y mucho menos si tenemos en cuenta que la palabra puede no seguir ningún tipo de regla de construcción. Por lo tanto se ha tenido que seguir una búsqueda “en profundidad”.

En primer lugar se ha establecido que en el español una sílaba tiene, como máximo, cuatro letras. Para comprobar si una palabra tiene sílabas que cumplen las características del castellano se ha hecho, mediante if-else, una búsqueda en profundidad sobre un hipotético árbol cuyas ramas corresponden a las distintas posibles separaciones de la palabra en silabas, empezando por las sílabas más grandes posibles. Por ejemplo el hipotético árbol para la palabra ‘árbol’ sería:

![Diagrama, Esquemático

Descripción generada automáticamente](data:image/png;base64,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)

La función palabraValidaPorSilabas recorre este árbol de manera recursiva de izquierda a derecha y por cada vez que llega a un nodo comprueba si la sílaba es válida mediante una función llamada silabaValida. En este ejemplo empezaría llegando a la sílaba ‘arbo’, que supongamos que es válida. Entonces continuaría con la sílaba ‘l’, que no puede ser válida ya que una sílaba de una sola consonante no es válida en el castellano. Por lo tanto volvería atrás y seguiría con la sílaba ‘arb’, que no puede ser válida ya que la consonante ‘b’ al final de sílaba no es válido. Por lo tanto seguiría con ‘ar’, que parece válida, que junto con ‘bol’ que también es válida conseguiría una separación de sílabas válidas y por lo tanto palabraValidaPorSilabas devolvería True. Para evitar la evaluación completa del árbol se utiliza la evaluación perezosa que implementa Haskell mediante && y ||.

Por lo tanto solo nos queda definir cuando una sílaba es válida o no. Al igual que en la función palabraValidaGeneral el objetivo es que el código sea lo más flexible posible, por lo que se usa la misma estrategia que antes definiendo en una lista las funciones que van a hacer la comprobaciones.

--Comprueba si una silaba es valida, supone que las silabas son de maximo 4 letras

silabaValida :: String -> Bool

silabaValida [x] =   let funciones = [esVocal]

                     in all (\f -> f x) funciones

silabaValida str@[\_, \_] = let funciones = [consonanteFinal, cv\_vc]

                           in all (\f -> f str) funciones

silabaValida str@[\_, \_, \_] = let funciones = [consonanteFinal, dosConsonantesInicio]

                               in all (\f -> f str) funciones

silabaValida str@[\_, \_, \_, \_] = let funciones = [consonanteFinal, dosConsonantesInicio, ccvv]

                               in all (\f -> f str) funciones

silabaValida \_ = False

Las sílabas harán unas comprobaciones u otras dependiendo de su longitud. Por ejemplo la única manera de que una sílaba e una letra sea válida es que la letra sea una vocal.

Un ejemplo de función que se aplica en sílabas de dos, tres y cuatro letras es:

--Devuelve false si la ultima letra es consonante y distinta de l,n,s,r

consonanteFinal :: String -> Bool

consonanteFinal str = let ult = last str in not(esConsonante ult && not(ult `elem` "lnsr"))

Las reglas de sílabas que se utilizan son:

* Una sílaba solo puede acabar en consonante si es ‘l’, ’n’, ’s’ o ‘r’.
* …….

Ejecutable

Por lo tanto ya tenemos dos funciones que engloban las dos tareas que queríamos hacer:

generaPalabrasNum nos genera todas la posibles palabras de longitud N con unas letras que le pasamos como argumento y la función palabraValida que nos hace de filtro para comprobar si una palabra es válida. Combinando ambas funciones definimos:

--Dada una lista de letras te da todas las posibles palabras validas de longitud n

procesarNum :: Integer -> String ->  [String]

procesarNum n str = sustListaALetras(filter palabraValida (sustListaACod (generaPalabrasNum n str)))

Esta función nos dará una lista de todas las posibles palabras de longitud N que se pueden formar con las letras del String que le pasemos como argumento, por lo que solo queda hacer una sencilla interfaz para el usuario.

El funcionamiento de la interfaz es muy sencillo:

1. Primero se imprimirá un mensaje de bienvenida y una breve explicación al usuario.
2. Luego se hará un bucle infinito en la que en cada iteración el usuario escribe las letras que tiene tanto en su mano como en el tablero para que las que se le presenta un resultado o escribe ‘salir’ para finalizar el programa
3. Una vez se tienen las letras con las que hay que generar palabras el programa genera todas las posibles palabras de longitud máxima; si no encuentra ninguna palabra de esa longitud se restará uno a la longitud de búsqueda, y así sucesivamente hasta que encuentre resultados o se llegue a longitud 1 (no existen palabras de longitud 1); si encuentra resultados los imprime.
4. Si en el paso anterior se han encontrado resultados se le da al usuario la opción de buscar más palabras, en cuyo caso se hará un búsqueda de palabras con una longitud menor a la de las palabras ya presentadas.

# Limitaciones

En un principio se iban a presentar todos los resultados posibles, pero a la hora de probarlo el programa consumía mucho tiempo de ejecución a la hora de calcular todas las posibles combinaciones de letras, por lo que se decidió limitar los resultados a una cierta longitud. Aun así si el usuario introduce demasiadas letras, el programa asume una gran carga computacional a la hora de generar todas las posibles combinaciones de letras.

# Testing